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Abstract: This paper present design concept of Arithmetic Logic Unit (ALU). Design methodology has been changing from 

schematic design to HDL based design. We proposed Arithmetic Logic using State Machine in Verilog HDL based design. The 

State Machine can be started from any State and can jump on any state in between. Functionalities are validated through 

synthesis and simulation process. Besides verifying outputs, the timing diagram and interfacing signals are also tracked to 

ensure that they adhere to the design specification. ALU using State Diagram in Verilog language fulfils the needs for different 

high performance applications.
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I. INTRODUCTION 

      The ALU, or the arithmetic and logic unit is the section 

of the processor that is involved with executing operations 

of an arithmetic or logical nature. In ECL, TTL and CMOS, 

there are available integrated packages which are referred to 

as arithmetic and logic units (ALU). The logic circuitry in 

this units is entirely combinational (i.e. consists of gates 

with no feedback and no flip-flops).The ALU is an 

extremely versatile and useful device since, it makes 

available, in single package, facility for performing many 

different logical and arithmetic operations.  Arithmetic 

Logic Unit (ALU) is a critical component of a 

microprocessor and is the core component of central 

processing unit. ALU can perform various logic operations 

or different Arithmetic instructions include addition, 

subtraction, While logic instructions include Boolean 

comparisons, such as AND, OR, NAND, NOR, XOR and 

NOT operation. 

II. STATE DIAGRAM DESCRIPTION 

     In the State Diagram let us assume that we are in the 

State0 then if the RESET is set i.e. logic 1 then the Next 

State will be State0 and if the RESET is set to logic 0 then 

depending on the value of START the Next State will be 

change. Also we can jump from a particular State to any 

State and if the value of START does not change then the 

Next State will not change and the Machine will remain in 

same State as shown in figure 1. Each State has a particular 

operation as mention in the Verilog code.     Arithmetic and 

logic unit consists of two blocks for different operations- 

 Arithmetic operations.  

 Logical operations. 

                      

 
Figure1: State Diagram of ALU.       

Addition and subtraction: These two tasks are performed 

by constructs of logic gates, such as half adders and full 

adders. While they may be termed 'adders', with the aid of 

they can also perform subtraction via use of inverters and 

'two's complement' arithmetic. A binary adder-subtractor is 

a combinational circuit that performs the arithmetic 

operations of addition and subtraction with binary numbers. 

Connecting n full adders in cascade produces a binary adder 

for two n-bit numbers.  

 

Logical operations: Further logic gate s are used within the 

ALU to perform a number of different logical tests, 
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including seeing if an operation produces a result of zero. 

Most of these logical tests are used to then change the 

values stored in the flag register, so that they may be 

checked later by separate operations or instructions.  

III. VERILOG CODE OF ALU 

The Verilog Code of ALU for the various state is given 

below: 

module alu (clk, rst, start, a, b, zout); 

input clk, rst; 

input [2:0] start; 

wire [2:0] start; 

input [3:0] a; 

wire [3:0] a; 

input [3:0] b; 

wire [3:0] b; 

output [3:0] zout; 

reg [3:0] zout; 

parameter      

state0=0,state1=1,state2=2,state3=3,state4=4,state5=5,state6

=6,state7=7; 

reg [2:0] state, nxt_st; 

always @ (state or start) 

begin: next_state_logic 

case (state) 

state0: begin 

if (start==1) nxt_st=state1;   

else if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else nxt_st=state0; 

end 

state1: begin 

if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0;  

else nxt_st=state1; 

end 

state2: begin  

if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1;  

else nxt_st=state2; 

end   

state3: begin  

if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1; 

else if (start==2) nxt_st=state2;  

else nxt_st=state3; 

end 

state4: begin  

if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1; 

else if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3;  

else nxt_st=state4; 

end 

state5: begin  

if (start==6) nxt_st=state6; 

else if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1; 

else if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4;  

else nxt_st=state5; 

end 

state6: begin  

if (start==7) nxt_st=state7; 

else if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1; 

else if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5;  

else nxt_st=state6; 

end 

state7: begin  

if (start==0) nxt_st=state0; 

else if (start==1) nxt_st=state1; 

else if (start==2) nxt_st=state2; 

else if (start==3) nxt_st=state3; 

else if (start==4) nxt_st=state4; 

else if (start==5) nxt_st=state5; 

else if (start==6) nxt_st=state6;  

else nxt_st=state7; 

end   

endcase 

end 

always @ (posedge clk or posedge rst) 

begin: register_generation 

if(rst)state=state0; 

else state=nxt_st; 

end 
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always @ (state) 

begin: output_logic 

case(state) 

state0:zout=a + b; 

state1:zout=a - b;   

state2:zout=a | b; 

state3:zout=a & b; 

state4:zout=~(a & b); 

state5:zout=~(a | b); 

state6:zout=a ^ b; 

state7:zout=a ^ ~b; 

default:zout = 4'b0000; 

endcase 

end 

endmodule 

IV. ALU SPECIFICATIONS 

TABLE 1 

 

V. SIMULATION RESULTS 

     Design is verified through simulation, which is done in a 

bottom-up fashion. Small modules are simulated in separate 

test benches before they are integrated and tested as a 

whole. All four arithmetic operations available in the design 

are tested with the same inputs. The sequence of operations 

done in the simulation is addition. The results of operation 

on the test vectors are manually computed and are referred 

to as expected result. By simulation for a and b where a = 4 

& b = 2, zout gives following results: 

 

Figure2: 

VI. CONCLUSION 

     In this paper, we have proposed efficient Verilog coding 

verification method. We have also proposed several 

algorithms using different design levels. Our proposals have 

been implemented in Verilog and verified using Mentor 

Graphics using Questa Sim Simulator 10.2a. We can 

increase the number of operation by simply adding the 

number of States in the design. This ALU design using 

Verilog is successfully designed, implemented, and tested. 

Currently, we are conducting further research that considers 

the further reductions in the hardware complexity in terms 

of synthesis and finally download the code into Altera 

SPARTEN-3E: FPGA chip on LC84 package for hardware 

realization. 
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